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Fig. 1: The interface of PrettiSmart consists of a Simulation Overview Module (A) to provide a visual summary for each simulation (A1)
generated by our simulator and a Simulation Detail Module (B) to show the details of each simulation, including the Function Summary
(B1), the Function Call Details involving cryptocurrency flows and net balance changes (B2), and State Variable Changes (B3). In
this figure, PrettiSmart provides a visual interpretation of a gambling smart contract, called “Lottery", and helps investors intuitively
understand the contract’s behavior after each investment and how it selects and repays the winner.

Abstract—Smart contracts are the fundamental components of blockchain technology. They are programs to determine cryptocurrency
transactions, and are irreversible once deployed, making it crucial for cryptocurrency investors to understand the cryptocurrency
transaction behaviors of smart contracts comprehensively. However, it is a challenging (if not impossible) task for investors, as they do
not necessarily have a programming background to check the complex source code. Even for investors with certain programming
skills, inferring all the potential behaviors from the code alone is still difficult, since the actual behaviors can be different when different
investors are involved. To address this challenge, we propose PrettiSmart, a novel visualization approach via execution simulation to
achieve intuitive and reliable visual interpretation of smart contracts. Specifically, we develop a simulator to comprehensively capture
most of the possible real-world smart contract behaviors, involving multiple investors and various smart contract functions. Then, we
present PrettiSmart to intuitively visualize the simulation results of a smart contract, which consists of two modules: The Simulation
Overview Module is a barcode-based design, providing a visual summary for each simulation, and the Simulation Detail Module is an
augmented sequential design to display the cryptocurrency transaction details in each simulation, such as function call sequences,
cryptocurrency flows, and state variable changes. It can allow investors to intuitively inspect and understand how a smart contract will
work. We evaluate PrettiSmart through two case studies and in-depth user interviews with 12 investors. The results demonstrate the
effectiveness and usability of PrettiSmart in facilitating an easy interpretation of smart contracts.

Index Terms—Smart Contract, Visualization, Simulation, Blockchain

1 INTRODUCTION

With the surging popularity of blockchain technology, smart con-
tracts, the essential component of blockchain, have recently gained
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increased attention [34]. Smart contracts are programs deployed on the
blockchain, which will be executed when predefined conditions are met
or specific trigger events occur [77]. Due to their ability to provide high
transparency without the need for trusted third parties, smart contracts
are widely used in various blockchain-based applications, such as digi-
tal asset exchange, decentralized finance, health care, and supply chain
management [30, 37]. According to statistics from Etherscan [5], a
popular blockchain explorer, the number of smart contracts deployed on
the Ethereum blockchain has exceeded 65 million as of February 2024.
As reported by The Block [4], a well-known blockchain information
website, the total invested value in smart contract applications exceeds
$100 billion as of March 2024.

Along with the wide usage of smart contracts in blockchain, there
is an increasing necessity for investors to comprehend their function-
ality and assess possible risks before investing. Since the transactions
recorded on the blockchain are irreversible, investors can not retrieve
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their money once a transaction is made [76]. In this paper, the term
“investors" refers to individuals planning to invest in projects that utilize
smart contracts and those intending to commit their cryptocurrencies to
smart contracts. Although the actual transactions can reveal transaction
patterns and some potential risks, this can not be achieved for smart
contracts with few or no actual transactions. Therefore, analyzing the
smart contracts’ source code and understanding how they work before
engaging in transactions is crucial [62].

However, this is a challenging task for investors, and the challenges
differ for investors with and without a programming background. Most
investors lack a programming background needed to understand smart
contract functions. These smart contracts are typically written in pro-
gramming languages like Solidity [55] (Fig. 2A), which are difficult
for common investors without a programming background to grasp the
underlying execution logic. Even though investors with certain pro-
gramming knowledge can understand the functions of smart contracts,
it is still hard to infer all the potential smart contract behaviors from
the source code alone. A smart contract’s behavior depends on the
blockchain’s current state, which is influenced by all previous trans-
actions. Real-world scenarios involve multiple investors executing
various functions, which can not be easily predicted from the code
alone. Additionally, smart contracts may also have unexpected behav-
iors due to smart contract defects [12]. Therefore, there is a significant
demand for tools that help investors intuitively grasp the functionality
and possible behaviors of smart contracts.

To achieve this goal, we face two major challenges. (C1) How can
we get all potential behaviors of a smart contract involving various
investors from the source code? On the Ethereum blockchain, smart
contract users, including investors, interact with smart contracts by
calling functions via the Application Binary Interface (ABI) [75], as
shown in Fig. 2A1. These functions are then executed on Ethereum
Virtual Machine (EVM), leading to changes in the Ethereum state, inter-
nal transactions, and cryptocurrency transfers (e.g., the Ether). While
the behaviors resulting from the function execution can illustrate a
smart contract’s functionality, they are difficult to observe before actual
transactions occur. Some existing tools like Remix [3] allow users to
execute function calls locally to observe this information. However,
these tools often require users to manually customize function calls,
making it challenging to collect all potential smart contract behaviors
involving multiple users with diverse function call patterns. (C2) How
can we intuitively convey the complex behaviors of smart contracts
to investors? Understanding how a smart contract operates requires
analyzing the function calls from multiple users over time, as well as
subsequent behaviors of the smart contract, such as cryptocurrency
transfers. These behaviors can exhibit different patterns under different
conditions (e.g., function call orders, cryptocurrency value, and state
variable values), some of which depend on previous user actions. Addi-
tionally, these behaviors have interrelations; for instance, the recipients
and amounts of cryptocurrency transfers may depend on specific state
variables, and internal transactions may result in balance changes. It is
challenging to intuitively interpret these complex behaviors to investors,
regardless of their technical backgrounds.

To address the aforementioned challenges, we propose PrettiSmart,
a novel visualization approach to enable intuitive visual interpretation
of smart contracts without displaying complex source code. Specif-
ically, we conducted a preliminary study with six domain experts to
collect design requirements for understanding smart contracts. To
tackle C1, we developed a smart contract simulator capable of simulat-
ing real-world scenarios in which multiple smart contract users invoke
various functions. The simulator collects the necessary information for
investors to understand the various behaviors of a smart contract, such
as state changes and cryptocurrency flows. To address C2, we proposed
a barcode-based design called Simulation Overview Module and an
augmented sequential visual design called Simulation Detail Module
within PrettiSmart to intuitively reveal the smart contract behaviors
collected from the simulator. Specifically, Simulation Overview Module
is designed to provide a visual summary of involved functions and each
address’s balance changes in each simulation, and Simulation Detail
Module is designed to reveal the details of each simulation, including

the function call sequences, cryptocurrency flows, and state changes.
With PrettiSmart, investors can intuitively understand and explore

the behaviors of smart contracts across various scenarios. To evaluate its
effectiveness and usability, we conducted two case studies and in-depth
interviews with 12 investors (six with programming backgrounds and
six without). The results indicate that PrettiSmart can help investors
understand smart contracts. Our major contributions are as follows:

• We formulate the design requirements for visually interpreting
smart contracts, through collaboration with six domain experts.

• We propose PrettiSmart, a novel visualization approach that en-
ables intuitive visual interpretation of smart contracts. It includes
a simulator to capture potential smart contract behaviors for visu-
alization and two visualization modules: a barcode-based design
called Simulation Overview Module to overview the simulations
and an augmented sequential design called Simulation Detail
Module to show the details in each simulation.

• We conduct two case studies and in-depth user interviews with
12 cryptocurrency investors to demonstrate the effectiveness and
usability of PrettiSmart.

Fig. 2: Critical concept illustrations: (A) presents an example of the
smart contract source code in Solidity, which can be deployed on the
Ethereum blockchain (B). Users make a function call via its ABIto execute
the contract (A1). If this function call changes the Ethereum state, a
transaction will be created to record it on the blockchain.

2 BACKGROUND

In this section, we introduce the background knowledge involved in
this study, including smart contracts and smart contract fuzzing.

2.1 Smart Contracts
Smart contracts are essentially programs deployed on a blockchain
platform and can be executed when predefined conditions are met.
Ethereum [68] is one of the most well-known blockchains with smart
contracts incorporated. While smart contracts are also supported by
other blockchains, we focus on Ethereum as an example in this study.
The source code of smart contracts can be written in various languages
(e.g., Solidity [22] and Vyper [15]), where Solidity is the most popular
language for smart contracts on Ethereum [55]. Fig. 2A shows the
Solidity source code of a smart contract for crowd-sale. The source
code includes many components like state variables, functions, and
events, among which state variables and functions are the two crit-
ical parts for understanding the smart contract functionality (green
and blue in Fig. 2A). State variables are variables whose values are
permanently stored in the blockchain, including different types, such
as value type (e.g., integers and address), and reference type (e.g., ar-
ray). Functions are executable units of code and some of them can
be called by external users with their Application Binary Interface
(ABI), as shown in Fig. 2A1. In investment-related smart contracts,



state variables store investor information or investing conditions while
functions indicate investors’ potential interactions with contracts, like
investing and withdrawing. After deploying a smart contract, it can
be executed in the Ethereum Virtual Machine (EVM), a stack-based
run-time environment of Ethereum (Fig. 2B). The state variables are
stored in the Ethereum state. The balances, cryptocurrencies held by
addresses, are also state variables but not defined in the source code.

Both smart contracts and smart contract users have concrete ad-
dresses. When a user makes a function call via its ABI, the code of
this function will be executed in the EVM. If this function execution
has changed the Ethereum state (e.g., state variables), there will be
a transaction from the caller’s address to the smart contract address
created on the blockchain. During the function execution, the smart
contract will further conduct some transactions (e.g., distributing cryp-
tocurrencies to others) if some triggers or conditions are met. These
transactions from the smart contract address to other addresses, called
internal transactions, can result in cryptocurrency transferring (flows)
and change the balance of each address respectively. Therefore, to
understand a smart contract, it is important to figure out the possible
behaviors of each function call, such as state variable changes, balance
changes, cryptocurrency flows, and internal transactions.

2.2 Smart Contract Fuzzing
Smart contract fuzzing has emerged as a powerful technique for find-
ing security bugs in complicated real-world smart contracts, includ-
ing white-box, black-box, and grey-box fuzzing [44]. Among them,
coverage-guided grey-box fuzzing (CGF) is one of the most successful
fuzzing techniques [70]. Its goal is to find test inputs that maximize
code coverage within a specified time [48], which is utilized in our
simulator to generate comprehensive function call sequences.

Fuzzing procedure: The inputs of the CGF fuzzer (the tool con-
ducting smart contract fuzzing) include the smart contract to be tested,
the set of original user-provided test inputs (function calls), and the
expected fuzzing time. Initially, the fuzzer generates new test inputs
by mutating a set of existing ones, called seed pool, which initially
contains only the user-provided test inputs. During each iteration, the
fuzzer randomly picks a test input from the seed pool, mutates it to
generate new test inputs, and executes the mutated inputs with the target
contract. The execution is monitored by the fuzzer to collect the neces-
sary information. If the test input execution triggers buggy behaviors
(e.g., reentrancy [41]), the test input is added to a bug pool. If the test
input executes new branches in the contract, it is added to the seed pool
and will be further mutated to generate more test inputs in the next
iteration. Test inputs that do not cover new branches are considered
irrelevant and are discarded. Once the time budget is exhausted, all test
inputs in the seed pool and the bug pool are returned. Since the seed
pool can cover most unique branches in the source code, we use it to
generate the simulated function call sequence in our simulator.

3 RELATED WORK

This work is related to prior research on algorithm-based smart contract
analysis, smart contract visualization, and software visualization.

3.1 Algorithm-based Smart Contract Analysis
Recently, much research on algorithm-based smart contract analysis
has been proposed to detect security vulnerabilities [42], which can be
mainly divided into static and dynamic analysis [37]. Static analysis
relies on code analysis without execution to detect issues in the smart
contract [21], and encompasses various approaches, such as taint analy-
sis, symbolic execution, formal verification, and machine learning [52].
Taint analysis detects whether the untrusted information will spread to
critical program points [10, 24, 40]. Symbolic execution collects poten-
tial execution paths of smart contracts and then uses Z3 solver [16] to
emulate their execution [13, 36, 45]. Formal verification uses mathe-
matical methods to prove the code correctness [6, 8, 23, 47]. Machine
learning detects vulnerabilities based on labeled smart contracts and
customized models [43, 58, 64]. Dynamic analysis identifies security
issues in smart contracts by directly running the code, often through
fuzzing tests [52]. ContractFuzzer [33] firstly utilizes fuzzing to detect

vulnerabilities by observing runtime behavior. Subsequent research
has focused on enhancing aspects of smart contract fuzzing, includ-
ing feedback-driven fuzzers like ContraMaster [63], Harvey [70], and
Echidna [25], which generate varied inputs to uncover bugs effectively.
sFuzz [48] introduced branch distance feedback for exploring difficult
branches, while Liu et al. [44] developed a strategy for generating
sequences that activate deeper contract states to detect complex vulner-
abilities. Qian et al. [52] introduced sequence-aware mutation and seed
mask guidance to achieve high branch coverage and bug finding.

The above studies focus on ensuring the correctness of the code exe-
cution, without considering aiding in understanding the smart contract.
In this paper, we developed a simulator based on smart contract fuzzing
(one of the above dynamic approaches) and proposed visualizations
based on the simulator to help investors understand smart contracts.

3.2 Smart Contract Visualization
Due to the complexity of blockchain technology, various visualiza-
tions have been proposed to help understand the blockchain intu-
itively [57, 59, 60], but only a few studies focus on smart contract
visualizations, which can be divided into transaction-based and code-
based approaches based on the visualized data type [28]. Transaction-
based approaches focus on visualizing blockchain transactions as-
sociated with smart contracts and are mainly used for analyzing the
transaction patterns [11, 56, 72, 73] or detecting frauds that have al-
ready occurred [32, 66]. These approaches are designed to highlight
the network structure of cryptocurrency flows, without investigating
smart contracts’ functions (e.g., how these flows are produced). They
also do not work well for smart contracts with few or no transactions.
Code-based approaches focus on displaying the logic and structure
within smart contract code to aid in understanding smart contract func-
tionality [9, 51, 54]. Furthermore, some studies visualize the control
flow graphs of smart contracts to track the actual execution process [49]
and identify vulnerabilities before deploying [65, 67]. However, these
approaches are not intuitive for investors and can not reflect real-world
scenarios involving various function calls from different users.

Unlike previous approaches, we take the smart contract’s source
code as the input and offer an intuitive interpretation of smart contract
functionality by visualizing both simulated function calls and related
smart contract behaviors like transactions.

3.3 Software Visualization
Previous software visualizations mainly focus on three aspects of soft-
ware: structure, evolution, and behavior [14,18]. Structure visualization
aims to reveal the source code hierarchies [29], package dependen-
cies [31], and execution logic [17]. Evolution visualizations analyze
the history of code changes to illustrate the development and progres-
sion of a software system [35, 74]. Behavior visualizations present
data from software execution, such as time series and domain-specific
event sequences, to support performance analysis and anomaly detec-
tion [26, 71, 78]. Our approach falls under software behavior visual-
ization, as we focus on visualizing the potential behaviors of smart
contracts. However, rather than concentrating on execution details, we
visualize the overall behaviors of smart contracts when they interact
with simulated user behaviors. Compared with previous work, our
visual designs support the analysis of complex scenarios specific to
smart contracts by integrating users’ function calls with cryptocurrency
flows, balances, and state changes.

4 INFORMING THE DESIGN

To inform our subsequent visualization designs, we conducted a pre-
liminary study with six domain experts to collect design requirements.
This section reports the feedback distilled from the preliminary study.

4.1 Preliminary Study
The preliminary study aims to collect the requirements for designing
visualizations to help investors understand smart contracts without
having to deal with complex source code. We conducted the study
under the guidance of design study methodology in Sedlmair et al.’s
work [53]. The participants and procedures are as follows.



Participants: The study involved six domain experts (E1-E6) with
extensive experience in smart contract investments. E1-E3 can analyze
smart contract source code due to their daily work experience. E1 and
E2 work in a blockchain security company, with E1 being a smart
contract auditor and E2 a programmer. E3 is a Post-doc whose research
focuses on smart contract security. E4-E6 are investors with over three
years of experience in investing in smart contract applications, but they
do not have a background in analyzing smart contract source code.

Procedures: The study has two sessions. In the first session, we
conducted one-on-one, semi-structured, hour-long interviews with each
expert (E1-E6). Experts were asked to describe the challenges they
face in understanding smart contracts and outline their expectations
for visual interpretations. Their feedback was textually recorded. By
summarizing their feedback, we then derive the initial design require-
ments, including simulating real-world usage scenarios with multiple
users, highlighting cryptocurrency flows and balance changes, and in-
corporating necessary information like state variables. In the second
session, we presented these initial design requirements to each expert
and asked them to review the proposed requirements in the context of
their experiences. We also provided a draft visual design for reference.
Feedback from this session included suggestions for modifying require-
ments and comments on the draft design (e.g., providing summaries
of each function’s behaviors and highlighting state variable changes).
This feedback was used to finalize the design requirements and ensure
that the visualizations could meet the experts’ expectations.

4.2 Design Requirements
We summarized six design requirements from the preliminary study:

R1 Collect possible behaviors of a smart contract via simulation.
All experts (E1-E6) mentioned that our tool should demonstrate
the most possible behaviors of a smart contract to help investors
understand the smart contract comprehensively. Since the source
code is the only input of our tool and the behaviors of smart
contract users are uncontrollable in the real world, all experts (E1-
E6) suggested that a simulation of scenarios where multiple smart
contract users invoke various functions is helpful for collecting
the possible behaviors of smart contracts. Three experts (E1-E3)
suggested that the simulation can refer to smart contract fuzzing,
a technique for vulnerability detection, which requires covering
as many branches in the source code as possible to ensure a
comprehensive exploration of smart contract behaviors [48].

R2 Provide an overview of each simulation. Three experts (E1-E3)
emphasized that the simulation could be conducted multiple times
to cover various scenarios, so our visualizations have to support
the overview of each simulation. E4 and E6 also suggested that
it is necessary to provide a summary of addresses’ earnings and
losses for a deep understanding of smart contracts. E2 mentioned
that showing the functions involved can enrich overview.

R3 Show the function call sequences. All experts (E1-E6) sug-
gested that our visualization should demonstrate the pattern of
the simulated function call sequence, including callers, function
names, and the order of the function call sequence. They empha-
sized that showing the function call behaviors of each address is
the premise of understanding the function call distribution and
deducing the functionalities of smart contracts.

R4 Show the cryptocurrency flows. Three experts (E4-E6) men-
tioned that it is critical to display the cryptocurrency flows caused
by the internal transactions of smart contracts after each function
call. This feature is helpful for investors without a programming
background to understand the smart contract intuitively. E1 and
E2 pointed out that cryptocurrency flows are also important for in-
vestors to verify the economic model of the smart contract, which
can hardly be achieved by checking the source code.

R5 Show the state variable changes. E1-E3 suggested that it is
necessary to show the state variable changes after each function
call since not all functions will invoke internal transactions, and
state variable changes can help understand such functions. Three

Fig. 3: The simulator framework (A) consists of four steps: source
code parsing, fuzzing configuration, function call parsing, and operation
parsing. (B) shows the collected data for the visualizations.

experts (E1, E4, E5) mentioned that the relations between state
variable changes and cryptocurrency flows can also help investors
deduce the intrinsic logic of each function.

R6 Show the net balance changes. All experts (E1-E6) agreed
that the changing balance of both the smart contract and smart
contract users indicate their earnings or losses caused by the users’
behaviors (i.e., the sequence of function calls), which is one of the
most intuitive pieces of evidence for analyzing the functionality of
smart contracts. E4 added that analyzing the net balance changes
over time is useful for identifying the type of smart contracts and
revealing the potential risks for investors.

5 SIMULATOR

To collect necessary data for visualizations, we developed a simulator
to simulate all the possible behaviors of a smart contract in real-world
scenarios, where multiple users call various functions (C1). The col-
lected data, such as state variable changes and internal transactions, is
further visualized by our visualization approach (Section 6) to enable
an intuitive visual interpretation of smart contracts. We incorporated a
smart contract fuzzing tool to generate function call sequences involv-
ing various users and functions, as it can cover most unique branches
in the source code (R1). Fig 3 illustrates the overall architecture of
our simulator framework (Fig 3A) and provides a detailed view of the
collected data (Fig 3B). The framework can be divided into four steps:

Step 1: Source Code Parsing. Given that the source code of a smart
contract is the input for our simulator, we develop a source code parser
to identify information about state variables and functions, such as
their names and types. This is achieved by parsing the Abstract Syntax
Tree (AST) of the source code, which can be generated by the Solidity
Compiler [22]. Additionally, the parser inserts events before and after
each function in the contract source code to capture the specific values
of state variables before and after each simulated function call.

Step 2: Fuzzing Configuration. We input the source code into an
existing smart contract fuzzing tool, Echidna [25], which is an industry-
standard tool widely used in many popular projects (e.g., 0x [27] and
Balancer [20]). We provide a default configuration of the fuzzing tool,
and users can modify it to fit their requirements, such as setting user
numbers, defining balance limits for addresses, and specifying the
contract owner. These configurations are also used in visualizations.

Step 3: Function Call Parsing. Based on the configurations and
source code, the fuzzing tool generates multiple simulations to cover
as many source code branches as possible. The number of simulations
depends on the tool’s capabilities, smart contract code complexity, and
settings specified in Step 2, such as the number of simulated users. All
state variables and functions in the source code are considered. Each
simulation contains a function call sequence involving multiple users
and functions. We develop a function call parser to collect detailed in-



formation for each function call in the sequence, including the function
name, caller address, input cryptocurrency value, and input parameters.

Step 4: Operation Parsing. Subsequently, we rerun the simulated
function call sequence on HEVM, a stand-alone Ethereum Virtual Ma-
chine, to capture the execution traces. An operation parser is built to
analyze the specific operations within the execution traces, where we
extract internal transactions from the operations with operation codes
like “CALL" and “CALLCODE", and gather variable changes from the
operation code “LOG", triggered by the events inserted in Step 1.

6 PrettiSmart
Built upon the data collected from our simulator, we propose Pret-
tiSmart, a novel visualization approach to provide cryptocurrency in-
vestors with an intuitive visual interpretation of smart contracts. Fig. 1
displays the interface of PrettiSmart, including two modules: Simula-
tion Overview Module (A) and Simulation Detail Module (B). The Sim-
ulation Overview Module shows a visual summary of each simulation
from the simulator. The Simulation Detail Module visualizes the details
of each simulation, including Function Summary (Fig. 1B1), Function
Call Details (Fig. 1B2), and State variable Changes (Fig. 1B3). With
PrettiSmart, investors can first observe each address’s balance changes
in the Simulation Overview Module and delve into the Simulation
Detail Module of each simulation by clicking it to check the detailed
behaviors of the smart contract after each function call.

6.1 Simulation Overview Module
The Simulation Overview Module (Fig. 4A) is a barcode-based design
that provides a visual summary for each simulation, involving the net
balances over time and the involved functions (R2). Specifically, the
Y-axis lists the addresses of the contract and simulated users, and the
X-axis indicates the function call sequence in a relative time order. The
color of each cell encodes the net balance of each address (including
the contract address) after each function call, with a gradient color
scheme from red to blue indicating the value from negative to
positive. With this design, investors can easily understand the earnings
and losses of every address after each function call in the function call
sequence. Additionally, we use circles at the top to show the functions
called in this simulation, where the dark color encodes the payable
function while the light color encodes the non-payable function. The
payable function means users can send cryptocurrency to the contract
with this function, while the non-payable function can not carry any
cryptocurrency. Investors can overview how many unique functions are
involved in each simulation and their types by checking these circles.

6.2 Simulation Detail Module
The Simulation Detail Module is an augmented sequential visual de-
sign that demonstrates detailed information in each simulation, includ-
ing three parts: Function Summary (Fig. 4B), Function Call Details
(Fig. 4C), and State Variable Changes (Fig. 4D).

Function Summary shows the statistics of the calls of each function
in a simulation. Specifically, the visual encoding of each function is
shown in Fig. 4B. We use a rectangle to indicate each function, and the
color of this rectangle is the same as the Simulation Overview Module
for payable or non-payable . We also show the function name
above the rectangle. Three types of triangles are used to demonstrate
how the function transfers the cryptocurrencies. An upward triangle
inside the rectangle means that users have called this function to
send cryptocurrencies to the contract in this simulation, indicating that
there is at least a cryptocurrency flow from the caller (i.e., who called
this function) to the contract. A downward triangle inside the rectan-
gle indicates that this function has been used to trigger the contract
to send cryptocurrency to the caller itself. A downward triangle out of
the rectangle means that this function has been used to trigger the
contract to transfer cryptocurrency to addresses other than the caller.
There are three horizontal bars on the right of the rectangle designed to
show the number of function calls of different cryptocurrency transfer-
ring patterns. The length of the first grey bar indicates the number
of function calls of this function. The length of the second red bar
shows the number of calls that send cryptocurrencies to the contract in

these function calls, while the third blue bar shows the number of
calls that trigger the contract to send cryptocurrency to user addresses.

Function Call Details (Fig. 4C) demonstrates the detailed behaviors
of the smart contract after each function call, which can be regarded
as a combination of three layers: the function call distribution layer
(Fig. 4C1), the cryptocurrency flow layer (Fig. 4C2), and net balance
changes layer (Fig. 4C3). Layout of Function Call Details is aligned
with the Simulation Overview Module, i.e., the X-axis for the function
call sequence and the Y-axis for the addresses, where we highlight
the owner of the contract in bold font and add an “others" label at the
bottom to involve the cryptocurrency transfers with addresses other
than the simulated users. Additionally, a white-gray striped background
is used to help distinguish each function call in the sequence.

The function call distribution layer (Fig. 4C1) shows the simulated
function call sequence among multiple users (R3), where the function
calls from each address are encoded by the rectangle on the row of the
respective address, with the rectangle color the same as the Function
Summary. Similar to the Function Summary, we use black triangles
to highlight the feature of cryptocurrency transfer in this function call.
Inside a column of a function call, the upward and downward
triangles at the row of an address indicates a transfer from this address
to the contract or from the contract to this address, respectively, after
this function call. As shown in Fig. 4C1, we use a dashed line to
encode the internal transactions of a function call, where the dashed
line links the caller calling this function and the receiver of the internal
transactions, indicating that the caller triggers the contract to send
cryptocurrencies to the receiver. With this layer, investors can identify
the function call distribution and the pattern of internal transactions.

The cryptocurrency flow layer (Fig. 4C2) shows how the cryptocur-
rency is transferred in detail (R4). Specifically, a red curve from
the row of one user address to the contract indicates that the user pays
the cryptocurrencies to the contract in this function call, while the blue
curve from the contract to the row of a user address means that the
contract sends cryptocurrencies to this user by conducting an internal
transaction. The width of curves encodes the value of cryptocurrencies
within the cryptocurrency flows. With this layer, investors are allowed
to analyze the concrete cryptocurrency flows in each function call.

The net balance changes layer uses area charts to visualize the net
balance changes of each address (R6), which are calculated based on
the cryptocurrency flows. The blue areas above the row of addresses
and the red areas below encode the positive and negative net balances
of each address, respectively, where the height of these areas indicates
the concrete value of cryptocurrency balances. With this layer, investors
can understand the patterns of each address’ earnings or losses.

State Variable Changes. As shown in Fig. 1B3, we visualize
the state variable changes (R5) at the bottom of the Simulation Detail
Module to show how the state variables are changing after each function
call. We only show the variables of the value type, such as integers
and addresses, since the reference types, like mappings and arrays,
have complex intrinsic structures which make it hard to determine
the relations between them and the functions. As shown in Fig. 4D,
the State Variable Changes share the same X-axis with Function Call
Details to indicate the function call sequence for an easy observation
of the relations between function calls and state variables changed by
them. The Y-axis lists the state variables that have been changed in
this simulation. On the left, we show their variable name and type
defined in smart contracts and icons indicating their type. We use
green circles for numerical variables and green triangles for
non-numerical variables, as shown in Fig. 4D. For the state variable
changes in each function call, we first fill a light green background
at the crossing of the related variable and function call, indicating this
variable has been updated in this function call. Then, we visualize each
variable’s concrete value and changes of each function call by showing
an icon in the same shape as mentioned above. Specifically, we use
the radius of the circle to show the value of numerical variables
and add a red or blue border around the circle, with the border
width indicating the decreased or increased value in this function call,
as shown in Fig. 4D1. For address type, we add a text label on the
triangle to show their identity, i.e., a number for the address index



Fig. 4: The visual designs of PrettiSmart. The Simulation Overview Module (A) shows a visual summary of each simulation. The Simulation
Detail Module includes: Function Summary (B) to overview each function, Function Call Details (C) to show the function call distribution (C1),
cryptocurrency flow (C2), and net balance changes (C3), and State Variable Changes (D) to show the variables changed in each function call.

of a simulated user and “O" for addresses other than them, as shown
in Fig. 4D2. For the variables that have not been changed, we fill them
in white and use a horizontal dashed line to link them with
the previous one to indicate that no changes happened to them.

6.3 Interactions
PrettiSmart enables rich interactions to allow investors to smoothly
explore smart contract behaviors. In the Simulation Overview Module,
investors can click one simulation to delve into the simulation details.
In the Simulation Detail Module, investors can hover over the function
summary to highlight information related to this function in Function
Call Details and State Variable Changes, as shown in Fig. 5D. We also
allow investors to click on function rectangles and variable icons to
view underlying data through pop-up tooltips, including total function
call counts, inputs of each function call, and specific variable values.

7 CASE STUDY

This section presents two case studies to demonstrate the effectiveness
of PrettiSmart. They were conducted by two (U8 and U1) of the twelve
participants (U1-U12) in our user interviews (see Section 8).

7.1 Case 1: Interpreting a Gambling Contract
U8 is an investor with three years of investment experience in various
smart contract applications but lacks a background in reading the smart
contract source code. During the user interview, he was asked to analyze
a smart contract with PrettiSmart. Upon launching PrettiSmart, he first
explored the Simulation Overview Module to observe the net balance
changes of each simulated user and the contract, as shown in Fig. 5A.
In Fig. 5A1, he noted that the contract’s balance patterns were repetitive
across simulations, i.e., the blue gradually darkens, then abruptly
shifts to white, indicating a gradual increase in the contract’s balance
followed by a sudden drop to zero. U8 found that all had experienced
both gains (blue ) and losses (red ) across the seven simulations,
suggesting that everyone had the possibility to make earnings.

Turning losses into wins. Since U8 found that all the three simulated
users had both earns and losses in Simulation 3, he delved into its
Simulation Detail Module (Fig 5B) by clicking on it to analyze the
reasons for turning losses into wins. In Fig. 5B1, he saw two function
summaries (F0: enter and F1: pickWinner) involved in this simulation,
which may be the main way for users to interact with this contract. F0
was encoded in a dark color with an upward triangle inside and a
full red bar on the right, indicating it is a payable function used to
pay cryptocurrency into the contract. F1 was colored in a light color
with both inside and outside downward triangles and a full blue

bar, meaning that it is a non-payable function and is used to trigger the
contract to send cryptocurrencies to both the caller and others. When he
checked the Function Call Details, he noticed three areas indicating the
user turned the losses into wins, where the area charts varied from the
downside red area to the upside blue area (squares of Fig. 5B2).
As shown in the circles of Fig. 5B2, he found that all function calls
of these three areas were encoded in light rectangles at the row
of address 1, indicating that all the three function calls were made
by address 1 and the called function was F1, the only one in a light
color . According to the blue curves for cryptocurrency flows, U8
confirmed that the reason for turning losses into wins was that address
1, the owner of this contract, called the function F1 to let the contract
transfer cryptocurrencies to the user turning losses into wins.

Repetitive cryptocurrency flows. U8 found repetitive cryptocur-
rency flows in Fig. 5B3, i.e., multiple red curves with a following
blue curve , indicating the cryptocurrencies were always transferred
from user addresses to the contract first and then followed by a transfer
from the contract to a certain user address. The area chart showed
that the contract’s balance increased gradually and decreased to zero in
each repetitive round, indicating the contract sent all cryptocurrencies
received before. U8 also found some repetitive state variable changes
in the same function calls, as shown in Fig. 5B4. He thought that the
behaviors of functions could help him understand these repetitions, so
he checked the behaviors of each single function by hovering over it,
as shown in Fig. 5C and Fig. 5D. Then, he found that all function calls
of F0: enter were used to send cryptocurrencies to the contract, which
makes the contract’s balance increase gradually. The only address
variable called “winner" is filled in white , indicating they were not
changed. In Fig. 5D, he found that all calls of F1: pickWinner had the
same caller address 1 who is the owner of the contract (highlighted in
bold font). This function triggered the contract to send cryptocurrencies
to simulated user addresses (the blue curves and dashed lines), where
the value is exactly the total value of previous investments (the area
chart’s height changed into zero in Fig. 5D). By checking the State
Variable Changes, he saw that the address variable called winner has
been changed into the address that received cryptocurrencies in each
call of F1, suggesting that it may be the variable storing the receiver.
According to these findings, U8 concluded that F0: enter is a function
for investing cryptocurrencies into the contract, and F1: pickWinner
is a function that only can be called by the owner and used to select a
winner from previous investors to accept all investments. He guessed
that the contract was probably a gambling game, and the repetitive
cryptocurrency flows were caused by the game rounds.

In fact, this contract is exactly a gambling game called lottery [1].



Fig. 5: With PrettiSmart, an investor has identified a smart contract as a fair gambling game. (A) shows the overview of simulations from our simulator,
where the patterns in (A1) and (A2) help the investor understand the gains and losses of each address. (B) helps analyze the function summaries
(B1), the reasons for turning losses into wins (B2), and the repetitive patterns in cryptocurrency flow (B3) and state variable changes (B4). The user
checked the two involved functions in (C) and (D) by hovering over the function summaries.

With PrettiSmart, U8 tended to believe that this game is likely to be fair
since he found that the winner was selected randomly by pickWinner
and the contract sent all its balance to the winner without charging fees.

7.2 Case 2: Identifying a Fraudulent Smart Contract

U1 is a PhD candidate with rich experience in smart contract program-
ming. Initially, U1 browsed the Simulation Overview Module (Fig. 6A)
and observed that all simulations looked similar in terms of the net
balance changes. Specifically, the contract’s balance increased (a grad-
ually darker blue ) and all user addresses’ balances were decreasing
(A gradually darker red ). This indicated that all simulated users
had invested in the contract without receiving a reasonable profit in
return, which appeared abnormal and fraudulent for U1. To find out
the reason, he analyzed the Simulation Detail Module (Fig. 6B), where
the Function Summaries (Fig. 6B1) showed three involved functions.
F0: BuyMessage was called most times (the longest grey bar among
three functions) and encoded in a dark rectangle with all three kinds of
triangles , indicating that it has been used to transfer cryptocurrencies
both from the caller to the contract and from the contract to any simu-
lated users including the caller. F1: ownerWithdraw was encoded in
a light color with an inside downward triangle , meaning that it was
only used to trigger the contract to send cryptocurrencies to the caller
back. F2: messageCount was called rarely (the shortest grey bar)
without any cryptocurrency flows (the empty red and blue bars).

Chain-like internal transactions. In the Function Call Details, U1
found it interesting that the dashed lines always linked the current
caller and last caller of function F0 (the only dark one in this simula-
tion). These dashed lines looked like a chain-like shape, which became
more apparent after hovering over F0, as shown in Fig. 6B2. Since
the dashed lines were used to link the caller of the function call and
the receiver of internal transactions caused by this function call, this
chain-like pattern of internal transactions indicated that once the func-
tion F0: BuyMessage is called the contract will send cryptocurrency
to its last caller. In the State Variable Changes (Fig 6B3), U1 noticed
that an address variable named “LastAuthor" changed only in function
calls of F0, and this variable exactly stored the address of the current
caller. Additionally, there were always two curves in calls of F0, i.e., a
red curve from the caller to the contract, indicating an investment,
and a blue curve from the contract to the address in the LastAuthor,
indicating a payment to LastAuthor. Based on the above observation,
U1 concluded that investors can invest in the contract by calling F0,
and then the contract directly transfers a portion of the investment (the
blue curve is finer than the red one ) to the last investor, whose
address is exactly stored in the “LastAuthor" variable.

Owner “steals" your investment. Next, U1 was curious about
F1: ownerWithdraw, so he hovered over it to see the Function Call
Details (Fig. 6C). He noticed that all rectangles for F1 were aligned
with the row of address 1, the owner of this smart contract, suggesting
that F1 probably can only be called by the owner. Each call of F1
involved a blue curve from the contract to the owner, leading U1 to
suspect that F1 enabled the owner to withdraw cryptocurrency from the
contract. This revealed a significant risk for investors, as it essentially
permitted the owner to “steal" the investment. To further assess this
risk, U1 analyzed the State Variable Changes of F0 (Fig. 6D1) and F1
(Fig. 6D1). He observed that all state variables were updated (with
a light green background ) in calls of F0 (Fig. 6D1), while only a
numerical variable named “OwnerAccount" was updated (with a light
green background ) by F1 (Fig. 6D2). In Fig. 6D3, he noticed that
the borders around circles for “OwnerAccount" were blue in calls
of F0 but red in calls of F1, indicating that F0 increased it while F1
decreased it. Furthermore, whenever F1 updated the “OwnerAccount"
variable, it always reduced the value to zero, as evidenced by a red
circle without an inner green circle showing the actual value (the
green circle’s radius was zero). U1 found that the decrease caused by F1
(the width of the red border) following the same changing pattern as the
value sent to the owner (the width of the blue curve for F1 in Fig. 6D4),
so he hypothesized that the “OwnerAccount" variable represented the
value that the owner could withdraw via F1. Due to that this value only
can be increased when the user invested by F0 and reduced to zero after
the owner withdrew via F1, U1 concluded that the owner could only
withdraw a limited value of cryptocurrency from the contract.

After analyzing this smart contract with PrettiSmart, U1 deduced
that this smart contract has a higher possibility of being a fraudulent
smart contract, as evidenced by the negative balances of all users, the
chain-like transactions, and the function allowing the owner to withdraw
the investments. Such kind of patterns are commonly seen in fraudulent
smart contracts [13]. In fact, this contract is a typical Ponzi scheme
called Suicide Watch [2], and PrettiSmart reveals its risk intuitively
without showing the complex source code.

8 USER INTERVIEW

We conducted semi-structured hour-long user interviews with 12 in-
vestors to evaluate the effectiveness and usability of PrettiSmart.

8.1 Participants and Apparatus

We recruited 12 participants (U1-U12) from universities and Web3
communities for our user interviews (5 females, 7 males, agemean = 27,
agesd = 3.67). All participants have normal vision and are not color-



Fig. 6: With PrettiSmart, an investor identified a fraudulent smart contract. (A) shows that all simulated addresses lost their cryptocurrencies and the
contract had an increasing balance. By observing the Simulation Detail Module (B), the investor found an abnormal chain-like cryptocurrency flow
(B2) and a repetitive state change pattern (B3). After checking the function call details of F0 (C and D4) and comparing the state change pattern of
F0 and F1 (D1-D3), the investor confirmed that this smart contract is a fraudulent contract.

blind. They all have over one year of experience investing in smart
contract applications. Since our target users, investors, have different
programming backgrounds in real-world scenarios, we evaluate the
performance of PrettiSmart on participants both with and without the
ability to read the smart contract source code. Six participants (U1-
U6) have the basic programming capability and are able to read the
smart contract source code (marked as Investors-A), and the other six
participants (U7-U12) do not have any technique background and are
unable to read the code (marked as Investors-U)). Specifically, U1-U4
are researchers in smart contract analysis and U5, U6 are smart contract
programmers in a blockchain security company. U7-U12 are common
investors participating in various Web3 projects. Among them, U7-U9
have blockchain-related work experiences, such as a product manager
intern. Our interviews were online via Zoom. We launched PrettiSmart
on the server and allowed participants to assess it via their own laptops
or desktops, sharing their screens with us.

8.2 Procedure

In the interview, we first asked participants to visit the online system
of PrettiSmart, then introduced the background, visual design, inter-
actions, and workflow of PrettiSmart. Next, we demonstrated a usage
scenario to guide participants on how to use PrettiSmart for analyzing
a smart contract. This tutorial phase lasted about 15 minutes. In the
following task phase, we first selected 12 smart contracts that can ac-
cept investments from previous smart contract analysis papers [7, 19],
and then asked participants to use PrettiSmart to analyze one of these
smart contracts. Participants were asked to describe the behaviors of the
smart contract in a think-aloud manner and provide the respective evi-
dence they saw in PrettiSmart. This task phase lasted until participants
fully understood the smart contract, which usually lasted 30 minutes
in our interviews. Next, we invited participants to finish a post-study
questionnaire with twelve questions (Q1-Q12), as shown in Fig. 7. Q1-
Q10 are close-ended questions that should be answered on a 7-point
Likert scale and are designed to measure PrettiSmart’s effectiveness
and usability, following the question design of prior studies [39, 69]
and PSSUQ (Post-study System Usability Questionnaire) [38]. Q11,
Q12 are open-ended questions to collect participants’ feedback on the
shortcomings and improvement suggestions of PrettiSmart. Overall,
the user interview session for each participant took about 60 minutes.
We recorded the participants’ data anonymously with their permission.

8.3 Results

Fig. 7 summarizes the responses of participants to our post-study ques-
tionnaire and marks the responses from the six Investors-A, capable
of reading the source code, with white circles. Overall, PrettiSmart
received high ratings from the participants, with most scores for the
closed-ended questions in the questionnaire being positive. All the
participants praised that compared with the source code, PrettiSmart
provided a more intuitive and convincing interpretation of the functions
and there were no existing tools designed for this. However, there were
three neutral scores for Q4 and Q6, which will be discussed later. The
detailed feedback from participants can be summarized as follows:

Effectiveness: According to scores of Q1-Q5, all participants recog-
nized PrettiSmart’s visual designs and workflow. For the Simulation
Overview Module (Q1), participants agreed that using color to encode
the balance changes helped them easily identify profit or loss patterns
and understand the contract’s purpose. For instance, most user balances
displayed in red could indicate insufficient profitability or potential
fraud. Participants, especially Investors-U, appreciated the design link-
ing cryptocurrency flows (Q1) with function call distribution (Q2), as
it intuitively revealed the outcomes of function calls without needing
to review complex code. Investors-A U2 and U5 emphasized that this
design demonstrated the economic model of the contract, while through
the source code, they can only analyze the logic of individual functions,
rather than the scenarios of multiple addresses’ interactions. For State
Variable Changes (Q4), Investors-A found it helpful in confirming the
execution logic of smart contract functions. However, it was chal-
lenging for Investors-U lacking programming experience. U10 gave
a neutral score, stating, “I almost understand the smart contract’s be-
haviors by analyzing the function call sequence and the cryptocurrency
flows, but hardly find out how the state changes affect transactions".
Despite this, Investors-U U8 and U9 appreciated the effectiveness of
State Variable Changes in verifying how the contract controls cryp-
tocurrency flows, particularly when variable names were clear and
when the cryptocurrency flows and state variables had similar changing
trends. U3 gave another neutral score, mentioning that while the Vari-
able Changes effectively showed the trends caused by functions, they
lacked the source code details needed to fully understand the function
execution logic. To address this, we plan to improve PrettiSmart by
offering adjustable detail levels about state variables in future work.

Usability: Overall, participants agreed that PrettiSmart was easy to



Fig. 7: The user interview questionnaire results. Q1-Q11 are closed-ended rated on a 7-point Likert scale. Q11, Q12 are open-ended questions to
collect participants’ feedback. The detailed scores of Q1-Q10 are shown in a stacked bar chart, with Investors-A marked by white circles.

learn and use, as shown in Fig. 7 (Q6, Q7). U8 scored “5" for Q6 and
explained that it was easy for her to understand the visual encoding of
investment-related concepts, such as cryptocurrency flows. However,
she needed more time to learn the various types of state variables and
the relations between their changes and the transaction patterns. The
scores for Q8 were all positive, indicating the current interactions were
smooth for participants. For Q10 and Q11, all the participants would
like to use PrettiSmart and recommend it to other investors in the future.

Limitations and improvements: PrettiSmart is not without limi-
tations. First, scalability issues can arise. For example, the number of
simulations and function calls often increases with more simulated user
and code complexity [48]. This may result in scalability issues due
to the limited space. Following U4’s suggestion, we added horizontal
scroll bars in the simulation and simulation detail views to mitigate this
issue. In future work, we can develop an algorithm to automatically
select highly representative simulations and function calls to reduce
data scales. Also, incorporating three layers in the function call details
may cause occlusions, such as the overlap between function calls and
cryptocurrency flows. We can address this by adjusting opacity and
allowing users to hide certain layers interactively. Second, the names
of functions and variables, defined in the source code, could affect
users’ understanding of smart contracts. Although PrettiSmart can
help understand the underlying meaning of functions and variables by
revealing variable changes and cryptocurrency flows after each function
call, clear and meaningful names, like “OwnerWithdraw", could help
users quickly understand the smart contract’s behavior. In future work,
it is worth further exploration to automatically parse their semantic
meaning from the code and rename them via large language models,
further enhancing the usability of PrettiSmart. Additionally, due to
the complexity and diversity of smart contracts, PrettiSmart can not
guarantee the accuracy of user-drawn conclusions. For instance, a
legitimate fundraising contract and a fraudulent one may exhibit similar
behaviors, such as granting the owner control over user funds.

9 DISCUSSION

In this section, we discuss the lessons learned during the development
and evaluation of PrettiSmart, and its generalizability.

Different perspectives from Investors-A and Investors-U. Despite
having different backgrounds, both types of investors expressed strong
appreciation for PrettiSmart. However, their purposes and ways of
using PrettiSmart varied. Currently, Investors-U often rely on auditing
reports and hardly analyze contracts independently. PrettiSmart ad-
dresses this gap by providing Investors-U with the ability to intuitively
understand the contract functionality, possible behaviors, and invest-
ment risk. Investors-U primarily relied on visual patterns about balance
changes and cryptocurrency flows to understand the smart contract’s
behavior. Different from Investors-U, Investors-A may have the ability
to understand each function from the source code, but they may strug-
gle to foresee the contract’s possible behaviors under various function
calls from multiple users without actual transactions on the blockchain.
For Investors-A, PrettiSmart serves not only as a tool for interpreting
contracts but also for early verifying whether its usage aligns with
expectations. Specifically, they usually tended to understand the smart
contracts by scrutinizing the changes made by each function.

Towards better simulation for real-world scenarios. In this paper,
we develop a simulator based on smart contract fuzzing, aiming to sim-
ulate the various function call patterns among multiple smart contract
users to cover as many source code branches as possible. While this
simulation strategy ensures comprehensive coverage of function call
scenarios, it may differ from the function call distribution in the real
world, as indicated by feedback from our interviews. For instance, even
though owners of fraudulent smart contracts have the opportunity to
invest in their own contracts like common investors, they are unlikely
to do so and intentionally lose money. Therefore, the simulator should
generate the function call sequences that match the real-world behaviors
as closely as possible. Considering that smart contract users’ behaviors
are uncontrollable, we propose two possible directions to address this
challenge: (1) learning user behavior from similar contracts with actual
transactions, which is constrained by the availability of similar con-
tracts [7]. (2) utilizing large language models (LLMs) to parse semantic
meanings of functions and then modeling users as agents with different
behavior patterns to simulate human behavior [50].

Generalizability. As the initial attempt to visually interpret smart
contracts without showing source code, PrettiSmart focuses on the
typical scenario of smart contract usage, i.e., a single smart contract
transferring native tokens (e.g., the Ether). With technology developing
rapidly, smart contracts support transferring multiple tokens, such as
ERC-20 tokens [61], and a project can involve multiple smart contracts
as well. Since we regard the smart contract as a black box, the multiple
contract scenarios have little impact on our visual designs but increase
the complexity of the simulation. For multiple tokens, the current
cryptocurrency flow design can be used to show the total value of
multiple tokens, and we have to make more efforts on differentiate
tokens to generalize PrettiSmart to broaden scenarios.

10 CONCLUSION

We proposed a novel visualization approach, PrettiSmart, to provide
cryptocurrency investors with an intuitive and reliable visual interpreta-
tion of smart contract via simulation. Specifically, we first implemented
a simulator to simulate the possible function call sequences in real-
world scenarios. Then, we proposed the visualization approach, Pret-
tiSmart, to help investors understand the smart contract’s behaviours
after each function call. We conducted two case studies and in-depth
user interviews with 12 investors to evaluate the effectiveness and us-
ability of PrettiSmart. The results indicates that PrettiSmart can help
investors intuitively understand smart contracts.

In future work, we plan to improve the simulator to better aligned
with the real-world scenarios, and incorporate more interactions in
PrettiSmart to satisfy investors with various backgrounds, such as
manually modifying the function call sequences and specifying the risk
preference of simulated users. Also, since it is gradually more popular
to use mobile devices for cryptocurrency investments [46], we plan to
extend PrettiSmart to work on mobile devices.
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